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I. INTRODUCTION 

Within the SQL framework, we typically construct a 

B+ tree encompassing all posts. This method is 

effective for smaller posts, typically comprised of 

single words or two words. However, for larger text, 

the necessity to navigate through every tree node 

becomes time-consuming. For instance, if someone 

searches for "job posting," seeking all posts 

containing either "job posting" or "job post" in their 

body, the query would look something like the 

following: 

 

SELECT * FROM posts WHERE content LIKE “%job 

post%”. 

 

The provided query would result in a complete table 

scan, necessitating the examination of every row and 

conducting a string search within each post content. 

With N rows and M characters, the time complexity  

becomes O(N*M^2). This is not an optimal scenario  

and could potentially lead to performance issues, 

possibly causing a system like LinkedIn to experience 

downtime. 

 

 

1. Issue with No SQL Databases 

Encountering a comparable challenge would occur 

when employing a NoSQL database. In a key-value 

store or column-family store, one would need to 

traverse through each row and search for matching 

values or columns, a process that could be extremely 

time-consuming. The same issue applies to a 

document store.  

 

II. PROPOSED DESIGN 

To address this issue, we can employ the following 

data structures: Hashmap or Trie. In the case of a 

Hashmap, the key-value pairs can be structured as 

follows: the key represents the word to be searched, 

and the value contains a list of document (or review) 

IDs where the queried word is present. This 

arrangement is commonly known as an INVERSE 

INDEX. [1] APACHE LUCENE implements a similar 

concept, where each entry, such as an entire post, is 

referred to as a document. The following steps are 

involved in this process:  
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The initial step involves Character Elimination, where 

characters such as "a," "an," "the," etc., are removed. 

Despite its name, this phase also encompasses word 

elimination. The second step is Tokenization, wherein 

the entire post is segmented into individual words. 

The third step, Token Indexing, breaks down all 

tokens into their root words, a process also known as 

stemming. For instance, the words "ran" and 

"running" are reduced to the root word "run," and 

"crashed" and "crashes" are stemmed to "crash." 

Moving on to the fourth step, Reverse Indexing is 

performed. In this phase, we store the (document id, 

position) pair for each word. For example, if after the 

third phase the indexed words for document 5 are: 

"decent - 1," "product - 2," "wrote - 3," "money - 4," 

then in the reverse indexing phase, the word 

"decent" would be associated with a list like [(5,1)], 

where each element of the list represents a pair of 

(document id, position id). 

 

 
Figure 1: Upload/Query  

 

 

1. Use Cases of Full Text Search  

Applications of full-text search include: processing 

logs, indexing user-entered text, indexing text 

files/documents (e.g., resume indexing for searching 

based on resume content), and site indexing. 

 

III. ELASTIC SEARCH 

Apache Lucene is impressive, but it operates as 

software designed for a single machine. However, 

relying on a single machine presents challenges such 

as becoming a single point of failure, potential 

limitations in storage capacity for documents, and 

the inability to efficiently manage high volumes of 

traffic. Consequently, Elastic Search was developed 

on top of Lucene to address these scalability issues. 

 

When considering Elastic Search's priorities, the 

question arises: should it prioritize greater availability 

or stronger consistency? In the case of search 

systems, such as LinkedIn's post search, a high level 

of consistency is not always a strict requirement. 

Therefore, Elastic Search may lean towards 

prioritizing high availability. Let's delve into the 

terminology encompassing Document, Index, and 

Node. A Document represents an entity containing 

text for indexing, like an entire LinkedIn post. An 

Index is a compilation of indexed documents; for 

example, LinkedIn posts could constitute one index, 

while resumes might form a distinct index. A Node, 

in this context, signifies a physical or virtual machine.  

 

1. Sharding 

If there are an overwhelming number of documents, 

making it impractical to fit the entire dataset on a 

single machine, how would you approach sharding? 

 

Elastic search employs sharding based on document 

ID, ensuring that a document, identified by its 

document ID, is never divided across multiple shards; 

instead, it exclusively belongs to a specific shard. The 

sharding algorithm entails specifying the desired 

number of shards during Elastic search setup. If the 

number of shards is either fixed or infrequently 

modified, a simpler approach than consistent 

hashing is employed: a document with a document 

ID is assigned to shard number (hash (document_ id) 

% number of shards).  

 

2. Replication 

Similar to specifying the number of shards, you can 

also define the number of replicas during the setup 

phase. Replicas are essential because machines can 

fail, and having replicas ensures that even in the 

event of machine failures, the shard remains active, 

and data is preserved. Additionally, a higher number 

of replicas aids in distributing the load of read 

operations, as a read can be directed to any of the 

replicas. Just as in the master-slave model, one of the 

replicas within the shard is designated as the 

primary/master, while the remaining replicas function 

as followers/slaves. For instance, if num_ nodes = 3, 

num_ shards = 2 (0 and 1), and num _replicas = 3, 

the configuration might look like the following in 

figure 2. 

 

 
Figure 2: Replicarion  

 

When there are fewer nodes, it results in multiple 

shards coexisting on the same node. This can be 
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mitigated by introducing additional nodes into the 

cluster. The increased number of nodes in the cluster 

also provides the flexibility to configure and manage 

the allocation of shards per node.  

 

IV. READ AND WRITE FLOW 

Write (Index a new document): To index a new 

document, the system locates the appropriate shard 

for the document_ id and identifies the node 

containing the primary replica. The request to index 

the document, similar to Lucene's write process 

described earlier, is then transmitted to that node 

(primary replica). Updates from the primary replica 

are asynchronously propagated to the slave replicas. 

Read (Given a phrase, find matching documents 

along with matching positions): As documents are 

distributed across shards, and any document could 

potentially match the given phrase, reading in Elastic 

search involves reading in every shard. Upon 

receiving a read request, the responsible node 

forwards it to the nodes holding the relevant shards, 

gathers the responses, and communicates with the 

client. This node is termed the coordinating node for 

that particular request. The fundamental flow is as 

follows: Resolve the read requests to the relevant 

shards. Select an active copy of each relevant shard 

from the shard replication group, which can be either 

the primary or a replica. Dispatch shard-level read 

requests to the chosen copies. Aggregate the results 

and respond. In cases where a shard fails to respond 

to a read request, the coordinating node redirects 

the request to another shard copy within the same 

replication group. Repeated failures may lead to the 

unavailability of shard copies. For swift responses, 

certain Elastic search APIs provide partial results if 

one or more shards encounter failures. 

 

V. CONCLUSION 

Apache Solr boasts exceptional indexing and search 

speed, featuring a remarkably compact index size 

and impressive extensibility. It doubles as a versatile 

repository and incorporates various additional 

functions, including imprecise search capabilities and 

seamless scalability. However, it is worth noting that 

Solr operates as a Java server within a servlet 

container, functioning as a web service with 

XML/JSON/CSV interfaces. [5] On the other hand, 

Elastics earch, built on Apache Lucene, exhibits 

slightly lower indexing and searching speeds 

compared to Sphinx. Despite this, Elastic search 

offers a comprehensive suite of tools beyond search 

and storage, encompassing visualization, log 

collection, and encryption systems. Its scalability and 

ability to handle intricate data structures make it an 

ideal choice for analytical platforms. While Elastic 

search may not be the most user-friendly, it 

compensates with a plethora of advanced features. 

Notably, it consumes minimal memory, and its 

incremental indexing is as swift as indexing multiple 

documents concurrently. 
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